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# Введение

Целью выполнения настоящей лабораторной работы является получение навыков программного управления процессами с помощью сигналов. В ходе работы будут рассмотрены и отработаны следующие аспекты:

1. Синхронизация процессов с помощью сигналов: понятие сигнала, типы сигналов, выдача сигнала процессом.
2. Терминальное управление процессами: управляющий терминал, сеанс, группа процессов, получение информации о процессах с помощью команды shell ***ps -j***, применение команды shell ***kill*** для посылки сигнала процессу.
3. Обработка сигналов: варианты обработки сигналов, диспозиция сигналов.
4. Применение таймера для управления процессами: таймер, аларм, таймер интервала.

# Основная часть

В данной лабораторной работе был разработан программный код, в котором процесс-отец создает три дочерних процесса. Каждый из дочерних процессов выполняет бесконечный цикл и особым образом реагирует на сигналы SIGINT и SIGQUIT. Рассмотрим детали реализации каждого процесса и их взаимодействие с сигналами.

## 1. Процесс-отец

Процесс-отец создается и порождает три дочерних процесса с помощью вызова ***fork()***. После создания всех дочерних процессов процесс-отец завершает свою работу.

pid = fork();

if (pid == 0) {

proc1(); // Дочерний процесс 1

exit(0);

}

Данный фрагмент кода показывает, что процесс-отец вызывает функцию fork(), и, если возвращаемое значение равно нулю, выполняется дочерний процесс. Точно так же создаются процессы 2 и 3. После создания всех дочерних процессов процесс-отец завершает свою работу с помощью ***exit(0)***.

## 2. Процесс 1

Процесс 1 обрабатывает сигнал SIGINT, выводя сообщение на экран с указанием текущей даты и времени. При этом процесс защищен от воздействия сигнала SIGQUIT: данный сигнал просто игнорируется, что позволяет процессу продолжать выполнение без остановки. Обработка сигнала SIGINT производится с использованием функции handler\_sigint\_proc1():

void handler\_sigint\_proc1(int signum) {

time\_t now = time(NULL);

char \*date\_time = ctime(&now);

printf("Proccess 1: Was get SIGINT signal. Current time: %s", date\_time);

}

Процесс находится в бесконечном цикле с использованием функции ***pause()***, ожидая поступления сигналов.

## 3. Процесс 2

Процесс 2 также реагирует на сигнал SIGINT, но его поведение отличается от процесса 1: при получении сигнала он выводит сообщение и продолжает выполнение. Обработка сигнала выполняется через функцию ***handler\_sigint\_proc2()***:

void handler\_sigint\_proc2(int signum) {

printf("Proccess 2: Was get SIGINT signal. In progress...\n");

}

Процесс 2, как и процесс 1, выполняет бесконечный цикл с использованием ***pause()***.

## 4. Процесс 3

Процесс 3 защищен от воздействия сигнала SIGINT на уровне всего процесса. Блокировка осуществляется с помощью функции ***sigprocmask()***, которая добавляет сигнал SIGINT в блокированный набор:

sigset\_t set;

sigemptyset(&set);

sigaddset(&set, SIGINT);

sigprocmask(SIG\_BLOCK, &set, NULL);

После блокировки сигнала процесс выполняет бесконечный цикл, ожидая другие сигналы. Поскольку SIGINT заблокирован, процесс 3 не реагирует на этот сигнал.

# Заключение

В данной лабораторной работе были рассмотрены и реализованы различные способы обработки сигналов в дочерних процессах, созданных процессом-отцом. Первый дочерний процесс реагировал на SIGINT, добавляя к сообщению текущее время, второй - продолжал выполнение после получения SIGINT, а третий был полностью защищен от данного сигнала.

Проведение данной лабораторной работы позволило приобрести практические навыки работы с сигналами в Unix-подобных операционных системах. Я научилась создавать процессы, управлять их обработкой сигналов, а также блокировать и игнорировать сигналы. Эти навыки необходимы для разработки более надежных и устойчивых приложений, которые корректно реагируют на внешние воздействия и сигналы.